**Note:**

* The assignment is designed to practice class, fields, and methods only.
* Create a separate project for each question.
* Do not use getter/setter methods or constructors for these assignments.
* Define two classes: one class to implement the logic and another class to test it.

**1. Loan Amortization Calculator**

Implement a system to calculate and display the monthly payments for a mortgage loan. The system should:

1. Accept the principal amount (loan amount), annual interest rate, and loan term (in years) from the user.
2. Calculate the monthly payment using the standard mortgage formula:
   * **Monthly Payment Calculation:**
     + monthlyPayment = principal \* (monthlyInterestRate \* (1 + monthlyInterestRate)^(numberOfMonths)) / ((1 + monthlyInterestRate)^(numberOfMonths) - 1)
     + Where monthlyInterestRate = annualInterestRate / 12 / 100 and numberOfMonths = loanTerm \* 12
     + Note: Here ^ means power and to find it you can use Math.pow( ) method
3. Display the monthly payment and the total amount paid over the life of the loan, in Indian Rupees (₹).

Define class LoanAmortizationCalculator with methods acceptRecord, calculateMonthlyPayment & printRecord and test the functionality in main method.

**2. Compound Interest Calculator for Investment**

Develop a system to compute the future value of an investment with compound interest. The system should:

1. Accept the initial investment amount, annual interest rate, number of times the interest is compounded per year, and investment duration (in years) from the user.
2. Calculate the future value of the investment using the formula:
   * **Future Value Calculation:**
     + futureValue = principal \* (1 + annualInterestRate / numberOfCompounds)^(numberOfCompounds \* years)
   * **Total Interest Earned:** totalInterest = futureValue - principal
3. Display the future value and the total interest earned, in Indian Rupees (₹).

Define class CompoundInterestCalculator with methods acceptRecord , calculateFutureValue, printRecord and test the functionality in main method.

**3. BMI (Body Mass Index) Tracker**

Create a system to calculate and classify Body Mass Index (BMI). The system should:

1. Accept weight (in kilograms) and height (in meters) from the user.
2. Calculate the BMI using the formula:
   * **BMI Calculation:** BMI = weight / (height \* height)
3. Classify the BMI into one of the following categories:
   * Underweight: BMI < 18.5
   * Normal weight: 18.5 ≤ BMI < 24.9
   * Overweight: 25 ≤ BMI < 29.9
   * Obese: BMI ≥ 30
4. Display the BMI value and its classification.

Define class BMITracker with methods acceptRecord, calculateBMI, classifyBMI & printRecord and test the functionality in main method.

**4. Discount Calculation for Retail Sales**

Design a system to calculate the final price of an item after applying a discount. The system should:

1. Accept the original price of an item and the discount percentage from the user.
2. Calculate the discount amount and the final price using the following formulas:
   * **Discount Amount Calculation:** discountAmount = originalPrice \* (discountRate / 100)
   * **Final Price Calculation:** finalPrice = originalPrice - discountAmount
3. Display the discount amount and the final price of the item, in Indian Rupees (₹).

Define class DiscountCalculator with methods acceptRecord, calculateDiscount & printRecord and test the functionality in main method.

**5. Toll Booth Revenue Management**

Develop a system to simulate a toll booth for collecting revenue. The system should:

1. Allow the user to set toll rates for different vehicle types: Car, Truck, and Motorcycle.
2. Accept the number of vehicles of each type passing through the toll booth.
3. Calculate the total revenue based on the toll rates and number of vehicles.
4. Display the total number of vehicles and the total revenue collected, in Indian Rupees (₹).

* **Toll Rate Examples:**
  + Car: ₹50.00
  + Truck: ₹100.00
  + Motorcycle: ₹30.00

Define class TollBoothRevenueManager with methods acceptRecord, setTollRates, calculateRevenue & printRecord and test the functionality in main method.

**1. Loan Amortization Calculator**

Implement a system to calculate and display the monthly payments for a mortgage loan. The system should:

1. Accept the principal amount (loan amount), annual interest rate, and loan term (in years) from the user.
2. Calculate the monthly payment using the standard mortgage formula:
   * **Monthly Payment Calculation:**
     + monthlyPayment = principal \* (monthlyInterestRate \* (1 + monthlyInterestRate)^(numberOfMonths)) / ((1 + monthlyInterestRate)^(numberOfMonths) - 1)
     + Where monthlyInterestRate = annualInterestRate / 12 / 100 and numberOfMonths = loanTerm \* 12
     + Note: Here ^ means power and to find it you can use Math.pow( ) method
3. Display the monthly payment and the total amount paid over the life of the loan, in Indian Rupees (₹).

Define class LoanAmortizationCalculator with methods acceptRecord, calculateMonthlyPayment & printRecord and test the functionality in main method.

**package** LoanAmortization;

**import** java.util.Scanner;

**import** java.lang.Math;

**class** LoanAmortizationCalculator {

**private** **double** principal;

**private** **double** air;

**private** **double** loanTerm;

**private** **double** monthlyPayment;

**private** **double** monthlyInterestRate;

**private** **double** numberOfMonths;

**private** **double** TotalAmount;

**public** **void** acceptrecord() {

Scanner sc = **new** Scanner(System.***in***);

System.***out***.print("Enter the principal amount: " );

principal = sc.nextDouble();

System.***out***.print("Enter the annual interest rate: " );

air = sc.nextDouble();

System.***out***.print("Enter the year: " );

loanTerm = sc.nextDouble();

sc.close();

}

**public** **void** calculatemonthlyPayment() {

monthlyInterestRate = air / 12 / 100 ;

numberOfMonths = loanTerm \* 12;

monthlyPayment = principal \* (monthlyInterestRate \* Math.*pow*(1 + monthlyInterestRate, numberOfMonths)) /

(Math.*pow*(1 + monthlyInterestRate, numberOfMonths) - 1);

TotalAmount = principal \* air \* loanTerm;

}

**public** **void** printRecord () {

System.***out***.println("The monthly payment is: " + monthlyPayment);

System.***out***.println("The total amount paid over the life of the loan is: " + TotalAmount);

}

}

**class** Test {

**public** **static** **void** main(String [] args) {

LoanAmortizationCalculator lac = **new** LoanAmortizationCalculator();

lac.acceptrecord();

lac.calculatemonthlyPayment();

lac.printRecord();

}

}

![A screenshot of a computer

Description automatically generated](data:image/png;base64,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)

**2. Compound Interest Calculator for Investment**

Develop a system to compute the future value of an investment with compound interest. The system should:

1. Accept the initial investment amount, annual interest rate, number of times the interest is compounded per year, and investment duration (in years) from the user.
2. Calculate the future value of the investment using the formula:
   * **Future Value Calculation:**
     + futureValue = principal \* (1 + annualInterestRate / numberOfCompounds)^(numberOfCompounds \* years)
   * **Total Interest Earned:** totalInterest = futureValue - principal
3. Display the future value and the total interest earned, in Indian Rupees (₹).

Define class CompoundInterestCalculator with methods acceptRecord , calculateFutureValue, printRecord and test the functionality in main method.

**package** Qno2;

**import** java.util.Scanner;

**public** **class** CompoundInterestCalculator {

**private** **double** principal;

**private** **double** air;

**private** **double** numberOfCompounds;

**private** **double** years;

**private** **double** futureValue;

**private** **double** totalInterest;

**public** **void** acceptRecord(){

Scanner sc = **new** Scanner(System.***in***);

System.***out***.println("Enter the principal amount: ");

principal = sc.nextDouble();

System.***out***.println("Enter the annual interest rate: ");

principal = sc.nextDouble();

System.***out***.println("Enter the numberOfCompounds: ");

principal = sc.nextDouble();

System.***out***.println("Enter for how many years: ");

principal = sc.nextDouble();

System.***out***.println("Enter the futureValue: ");

principal = sc.nextDouble();

}

**public** **void** calculateFutureValue() {

**double** rate = air / 100; // Converting percentage to decimal

futureValue = principal \* Math.*pow*((1 + rate / numberOfCompounds), numberOfCompounds \* years);

//return futureValue;

totalInterest = futureValue - principal;

}

**public** **void** printRecord () {

System.***out***.println("futureValue is : futureValue");

System.***out***.println("Total interrest is: " + totalInterest);

}

**public** **static** **void** main(String [] args) {

CompoundInterestCalculator cic = **new** CompoundInterestCalculator();

cic.acceptRecord();

cic.calculateFutureValue();

cic.printRecord();

}

}

**3. BMI (Body Mass Index) Tracker**

Create a system to calculate and classify Body Mass Index (BMI). The system should:

1. Accept weight (in kilograms) and height (in meters) from the user.
2. Calculate the BMI using the formula:
   * **BMI Calculation:** BMI = weight / (height \* height)
3. Classify the BMI into one of the following categories:
   * Underweight: BMI < 18.5
   * Normal weight: 18.5 ≤ BMI < 24.9
   * Overweight: 25 ≤ BMI < 29.9
   * Obese: BMI ≥ 30
4. Display the BMI value and its classification.

Define class BMITracker with methods acceptRecord, calculateBMI, classifyBMI & printRecord and test the functionality in main method.

**package** Assignmentqno3;

**import** java.util.Scanner;

**public** **class** BMITracker {

**private** **double** weight;

**private** **double** height;

**private** **double** BMI;

**public** **void** acceptrecord() {

Scanner sc = **new** Scanner(System.***in***);

System.***out***.println("Enter the weight in kg: ");

**this**.weight = sc.nextDouble();

System.***out***.println("Enter the height in meters: ");

**this**.height = sc.nextDouble();

sc.close();

}

**public** **void** calculateBMI() {

BMI = weight / (height \* height);

}

**public** **void** classifyBMI(**double** BMI) {

// Check if the BMI is in different ranges

**if** (BMI < 18.5) {

System.***out***.println("The person is underweight");

}

**else** **if** (BMI >= 18.5 && BMI <= 24.9) { // Logical AND operator (&&)

System.***out***.println("The person's weight is normal");

}

**else** **if** (BMI >= 25 && BMI < 29.9) { // Range for overweight

System.***out***.println("The person is overweight");

}

**else** {

System.***out***.println("The person is obese");

}

}

**public** **void** printRecord () {

System.***out***.println("BMI is: " + BMI);

}

**public** **static** **void** main(String[] args) {

BMITracker wh = **new** BMITracker();

wh.acceptrecord();

wh.calculateBMI();

wh.classifyBMI(0);

wh.printRecord();

}

}

**4. Discount Calculation for Retail Sales**

Design a system to calculate the final price of an item after applying a discount. The system should:

1. Accept the original price of an item and the discount percentage from the user.
2. Calculate the discount amount and the final price using the following formulas:
   * **Discount Amount Calculation:** discountAmount = originalPrice \* (discountRate / 100)
   * **Final Price Calculation:** finalPrice = originalPrice - discountAmount
3. Display the discount amount and the final price of the item, in Indian Rupees (₹).

Define class DiscountCalculator with methods acceptRecord, calculateDiscount & printRecord and test the functionality in main method.

**package** example.org;

**import** java.util.Scanner;

**public** **class** DiscountCalculator {

**private** **double** originalPrice;

**private** **double** discountPercent ;

**private** **double** discountAmount;

**private** **double** finalPrice ;

**private** **double** discountRate;

**public** **void** acceptRecord() {

Scanner sc = **new** Scanner(System.***in***);

System.***out***.println("Enter the original price: ");

originalPrice = sc.nextDouble();

System.***out***.println("Enter the discountPercent: ");

discountPercent = sc.nextDouble();

System.***out***.println("Enter the discountAmount: ");

discountAmount = sc.nextDouble();

System.***out***.println("Enter the finalPrice: ");

finalPrice = sc.nextDouble();

}

**public** **void** calculateDiscount () {

discountAmount = originalPrice \* (discountRate / 100);

finalPrice = originalPrice - discountAmount;

}

**public** **void** printRecord () {

System.***out***.println("The discount amount is: " + discountAmount);

System.***out***.println("The finalPriceis: " + finalPrice);

}

**public** **static** **void** main(String[] args) {

DiscountCalculator Dc = **new** DiscountCalculator();

Dc.acceptRecord();

Dc.calculateDiscount();

Dc.printRecord();

}

}

**5. Toll Booth Revenue Management**

Develop a system to simulate a toll booth for collecting revenue. The system should:

1. Allow the user to set toll rates for different vehicle types: Car, Truck, and Motorcycle.

1. Accept the number of vehicles of each type passing through the toll booth.
2. Calculate the total revenue based on the toll rates and number of vehicles.
3. Display the total number of vehicles and the total revenue collected, in Indian Rupees (₹).

* **Toll Rate Examples:**
  + Car: ₹50.00
  + Truck: ₹100.00
  + Motorcycle: ₹30.00

Define class TollBoothRevenueManager with methods acceptRecord, setTollRates, calculateRevenue & printRecord and test the functionality in main method.

**package** revenueManagement;

**import** java.util.Scanner;

**public** **class** TollBoothRevenueManager {

**private** **int** Car, Truck, Motorcycle;

**private** **float** Carf, Truckf, Motorcyclef;

**private** **float** Totalfare, Total;

**public** **void** acceptRecord() {

Scanner sc=**new** Scanner(System.***in***);

System.***out***.print(" Enter the number of Cars passed ");

Car =sc.nextInt();

System.***out***.print(" Enter the number of Truck passed ");

Truck =sc.nextInt();

System.***out***.print(" Enter the number of Motorcycle passed ");

Motorcycle =sc.nextInt();

sc.close();

}

**public** **void** setTollRates() {

Carf = 50.00f ;

Truckf = 100.00f ;

Motorcyclef = 30.00f;

}

**public** **void** calculateRevenue () {

**float** Carrev = (**float**)Car\*Carf;

**float** Truckrev=(**float**)Truck\*Truckf;

**float** Motorcyclerev=(**float**)Motorcycle\*Motorcyclef;

Totalfare =Carrev+Truckrev+Motorcyclerev;

Total = Car+ Truck + Motorcycle;

}

**public** **void** printRecord () {

System.***out***.println("The total fare of the vehicles is: "+ Totalfare);

System.***out***.println("The total no of vehicles are: " + Total);

}

**public** **static** **void** main(String[] args) {

TollBoothRevenueManager rm = **new** TollBoothRevenueManager();

rm.acceptRecord();

rm.setTollRates();

rm.calculateRevenue();

rm.printRecord();

}

}